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Abstract—Digital technology keeps falling prey to the ease with which the unauthorized reproduction and distribution of digital objects can be achieved. Research on copyright protection of digital data must counterbalance the failures of legal measures against digital piracy. Digital watermarking tops the list of technical countermeasures and recent research has focused on proposing watermarking methods for relational data as well as on the types of attacks which aim at removing or destroying the watermark. With the database field of research in urgent need of developing tools and platforms for the benchmarking of these watermarking methods, the present work has undertaken to construct a benchmarking system for the automatic evaluation and fair comparison of watermarking schemes for relational data. The new software tool is called dbMark and its construction has taken into consideration the characteristics of a large set of parameters across a wide range of database watermarking applications. This article presents and comments upon the results of several experiments that evaluate the performance of three different watermarking methods taking into consideration several parameters and types of attacks. There are indications that the dbMark can be used effectively as the primary platform for the experimental evaluation of watermarking methods for relational data. The source code and the executable file of the dbMark are provided free-of-charge on the Web.
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I. INTRODUCTION

The business world requires that databases be delivered as services products [1], which puts significant pressure on data providers to create web services that allow users to search and access databases remotely. Further, huge data warehouses with measurements that can be used for data mining purposes are in great demand. On the other hand, providers are unwilling to allow their data to remain potentially exposed to the predatory interest of malicious users and they require, consequently, mechanisms that are geared to provide not only the protection of intellectual rights but also to make it possible to carry out integrity and authenticity verification, the localization of unauthorized data alteration and the tracing of threatening entities. As the typical answer to the increasing demand for such requirements, digital watermarking emerged by providing the process of hiding digital information in a carrier such as a database. When this process is used for copyright protection, it is called robust watermarking; if it is used for integrity or authenticity verification and localization, it is called fragile watermarking; and if it is used for tracing an attacker it is called fingerprinting.

Watermarking is a very popular and effective mechanism for protecting multimedia assets. In digital images, on the other hand, this technology has been in use for over twenty years [2] and a great number of methods have been proposed since then. In digital audio and video, watermarking is also a very popular technique [3]. In respect of databases, it is Khanna and Zane [4] who first came up with the idea of applying a seal, a digital watermark, while the revolution in the field was brought about by Agrawal and Kiernan [5] in 2002, when the first robust watermarking scheme for relational databases was proposed. Since then, many remarkable techniques have been put forward. However, despite the marked increase in relational databases watermarking schemes, no research has been carried out to date with regard to developing benchmarking tools and platforms that could specialize in evaluating the existing methods.

Benchmarking is the well-known process of a fair performance comparison on a variety of metrics of alternative techniques under the same conditions. The importance of being aware of the comparative strengths and weaknesses of any technique cannot be played down as it allows decisions and choices to be made regarding the suitability of a specific application scenario. The requirement for a benchmark platform for watermarking methods is that it must be able to embed a watermark in a digital asset, to perform various attacks, to try and detect the watermark in a watermarked database table and, finally, all of the above, by running some evaluation metrics towards obtaining a reliable summary of the scheme’s performance. While there are numerous benchmark tools in the field of image watermarking, there appears to be a significant lack of benchmark tools for other digital assets.

The current paper proposes the dbMark, which, to the best of the authors’ knowledge, is the first benchmarking system of its kind for automatic evaluation and fair comparison of rela-
tional databases watermarking schemes. It is a benchmarking tool that covers all of the robust, fragile and fingerprinting types of relational databases watermarking schemes. This tool is expected to help researchers devise new watermarking techniques with better features, and improve existing ones, by investigating the strengths and weaknesses of their proposals. At the same time, it is hoped that this tool will enable application developers to make better informed choices and pick the watermarking scheme best suited to their needs.

The dbMark adapts and incorporates the outstanding characteristics all-round of existing benchmarking tools for multimedia (e.g. a friendly user graphical interface, pluggable architecture, portability, multiple attacks execution, blind watermark extraction, etc.) while it is also comprised of a number of novel features (e.g. the option of embedding multiple watermarks in many data assets at the same time, the automatic parallel performance comparison of alternative schemes, the illustration of the performance characteristics using a rich set of predefined data chart templates, etc.). Moreover, the tool offers all the additional features that are related to the specialized nature and usage of relational databases (database connectivity, updatable content, etc.) and, in addition, it is equipped with the implementation of a large set of attacks that can be carried out against a watermarked database, as well as with various evaluation metrics that can describe the performance of a database watermarking method. The user of the tool can also create and incorporate her/his own features and requirements, for example, by adding new watermarking schemes, new attacks or new evaluation metrics as plugin components.

A prototype of the dbMark has been implemented and is freely available via the web to facilitate the experimental work of academics, of the research community or of the software industry. As shown in this present work, the prototype has been tested and thus has verified successfully the performance of at least one technique in each database watermarking category (i.e. robust, fragile and fingerprinting) in comparison to the performance of these techniques as reported in the original research work in which they appeared. This evaluation exercise demonstrates the efficiency of the proposed platform. The implementation of these watermarking techniques is also included in the prototype of the dbMark that is available via the Web.

The remainder of this paper develops along the following lines: Section 2 briefly surveys some work carried out on database watermarking methods and some of the main characteristics of existing benchmarking tools for watermarking digital assets other than databases since, to the best of the authors’ knowledge, no similar research work appears to have been carried out in this specific field. Section 3 presents the new dbMark benchmarking platform for watermarking relational database methods and discusses all the fundamental concepts that have been taken into consideration in its architectural design. Finally, Section 4 summarizes the paper and gives the impetus for further research.

II. RELATED WORK AND MOTIVATION

The best-known and, in chronological terms, first work to have been carried out in the field of relational databases watermarking was Agrawal and Kiernan in 2002 [5]. The authors propose a robust watermarking scheme for numeric attributes and the embedding of a meaningless watermark using a simple bit-level mechanism. The authors demonstrate that the embedded watermark can survive typical attacks which intend to remove it. Two years on, a very innovative robust watermarking technique for categorical data was proposed by Sion [6]. During the same period Sion et al. [7] proposed a robust watermarking scheme that could be applied to any type of data. To round-off the subject of robust watermarking, Solanas et al. in 2006 [8] put their signature to the first watermarking scheme especially for non-numeric attributes.

Fragile watermarking aims to provide data integrity and verification mechanisms and, for that reason, the embedded watermark should be sensitive to even the smallest unauthorized modification. In chronological terms, a database fragile watermarking scheme first appeared in the literature thanks to Li et al. in 2004 [9]. The proposal is of a distortion-free scheme (i.e. it does not modify any database value in order to embed the watermark) for categorical data, such as social security numbers, names, dates of birth, etc. The scheme is able to localize any unauthorized alteration. The first fragile watermarking scheme that could be applied to any kind of underlying data is owed to the work of Li et al. [10]. Finally, a well-known distortion-based variation of fragile watermarking, which supports data integrity verification and localization as well, was proposed by Guo et al. [11]. This method can also be used for copyright protection purposes.

Fingerprinting belongs to a different class of information-hiding techniques, whereby the embedded watermark is distinct in every distributed copy and provides a treacherous tracing mechanism. Li et al.’s work [12] gave the impetus to research in 2003, with their numeric-based watermarking scheme, and later proposed the best-known fingerprinting technique in the literature [13]. Finally, among many other research works, a significant robust watermarking method that could also be used for fingerprinting was proposed by [14].

A rich bibliography in the field of watermarking schemes for relational databases can be found in the survey [15]. However, despite the fact that a great variety of watermarking techniques are to be found in the literature, a benchmarking tool for the evaluation and fair comparison of databases watermarking schemes had yet to be developed: this has been the aim of the present work. On the other hand, many benchmarking tools for image watermarking schemes exist, the best known being the Strimark [16], which introduces random bilinear geometric distortions to de-synchronize watermarking algorithms. However, the Strimark presents a number of drawbacks, such as the fact that it does not take into account a watermarking method’s false alarm probability (i.e. the probability of detecting a watermark in a non-watermarked image), and the fact that the embedding and detection time are not evaluated. These drawbacks motivated Solachidis et al. to pro-
pose the Optimark [17], which was the first benchmarking tool that included a graphical user interface. Other benchmarks for image watermarking methods are the Checkmark [18] that was initiated in order to provide better evaluation metrics as compared to those of the Stirmark, the OpenWatermark [19], which is a web-based distributed system, the Watermark Evaluation Testbed (WET) [20], which is also web-based, and the OR-Benchmark [21], which incorporates the most recent developments in the field at the time of writing.

By contrast, there is a significant lack of benchmarking tools for other digital assets such as audio, video, software, etc. The only benchmarking tools in existence for audio watermarking methods is an audio version of the Stirmark [22], which can be used for both robust and fragile audio watermarking algorithms, and an audio version [23] of the WET platform. The VidMark [24] is a video watermarking benchmark framework specialized in temporal de-synchronization while [25] is a less specialized benchmark framework for robust video watermarking. Finally, the Mesh Benchmark [26] is a system for the evaluation of robust 3D mesh watermarking techniques.

Although the contribution of benchmarking tools in the field of watermarking is valuable, no research has been carried out as yet towards developing a benchmarking suite for relational databases watermarking schemes. Besides, the existing benchmarking tools for multimedia watermarking are not suitable for application to relational databases, as a result of the utterly different nature of the databases which is comprehensively explained in [5] (updatable content, less space for the watermark to hide, etc.). This variety in the nature of databases has produced the rich literature on watermarking techniques and attacks that are specialized for relational databases. This perceived need for benchmarking tools was what motivated this present research work the design and implementation of the dbMark.

III. THE dbMARK

A. System’s Operation and Architecture

The dbMark is a platform-independent benchmarking system dedicated to the evaluation of relational databases watermarking schemes. The system is implemented using Java technology and is therefore easily operational in any operating system that supports Java. The dbMark supports connectivity to MySQL databases using Java database connectivity (JDBC) and recognizes database tables with numeric (integers and floating points) and non-numeric (varchar) values. The system’s operation follows the well-known 3-phase operation of watermark benchmark platforms to embed a watermark in a digital asset; to perform attacks on the asset; and finally to run a watermark recovery process. Its architecture is illustrated in Figure 1 and it is composed of six components as described below:

Connect: When the dbMark is initialized, the user is prompted to provide all necessary information to connect to a MySQL database (host DNS name, port, username, password and database name). If the database that needs to be tested for watermarking purposes contains sensitive data, such as might pertain to enterprise dealings, funds and customer information, and which needs to be protected, the dbMark is able to connect using the SSL (Secure Sockets Layer) connectivity protocol and exchange the information encrypted. When the connection is established, the user can select a choice of operations in order to proceed: Watermark, Attack, Benchmark, or Create Plugin.

Watermark: this component prompts the user to choose a watermarking scheme from the existing implementations (plugins), the configuration values for the watermarking scheme’s parameters, and the database table that will be watermarked. The benchmarking suite supports single and multiple watermarking, i.e. the watermarking of one table or simultaneously more than one table and the multiple sequential watermarking of a data table using a user-defined sequence of specific watermarking techniques.

Attack: this component enables the user to select and launch an attack on a data table (which can be either watermarked or non-watermarked). Firstly, the user can choose an attack from the dbMark’s existing implementations and the targeted data table. Then the user can configure the attack’s predefined parameters and the parts of the table that will be attacked, i.e. which fields and/or tuples will be targeted by the attack. The system supports single and multiple attacks, i.e. attacks directed against one or more tables simultaneously and the multiple sequential attack of a data table using a user-defined sequence of specific attacks.
Benchmark: this component is the heart of the dbMark's engine. It utilizes the Watermark and Attack components to measure the efficiency of relational databases watermarking techniques on specific user-predefined datasets. During and after the completion of the operation of the Watermark component, depending on the type of the underlying data (i.e. numeric, alphanumeric or categorical) and also depending on the chosen watermarking scheme, the Benchmark component runs specific metrics to evaluate the scheme performance on the un-attacked underlying relational table, e.g. embedding time; detection reliability; etc. During the Attack operation, the Benchmark component runs metrics that suit the chosen attack to measure its effectiveness, e.g. the attack execution time; the data usability after the attack; etc. Also on the completion of the Attack operation, the Benchmark component runs the watermark recovery process of the chosen watermarking method in order to measure the watermarking scheme's efficiency following the attack, e.g. the execution time for the detection process and its success rate.

Visualization: the dbMark stores the measured benchmark results of all the phases of the Benchmark operation and can illustrate them using the Visualization component into comparative data tables or/and a rich set of flexible data charts, which can be extracted in a text form or/and at an image format, correspondingly. This process is especially useful to researchers who aim to illustrate the evaluation results of multiple schemes or attacks under the same fair environment for comparison purposes.

Create Plugin: to the best of the authors' knowledge, this is an innovative component in digital watermarking benchmark technology. It allows users to create their own plugins and load them into the dbMark's local installation for their personal use. There are three categories of plugins that can be created through this component: Watermark, Attack and Metric plugins. In the creation of a new plugin, the basic information that needs to be specified is the name of the plugin, the type of the underlying data (numeric, alphanumeric and categorical), on which it can be applied, as well as the set of parameters along with their type. Depending on the category of the plugin, the dbMark provides a data form with all kinds of information that also needs to be specified. The input form for a new watermarking plugin will ask of what type the watermarking scheme is (robust, fragile, or fingerprinting) and what the set of its operating parameters is; the input form for a new attack plugin will require the information regarding the set of its operating parameters; and, finally, the input form for building a new metric plugin will ask in which phase the metric will be activated to run, i.e. during the execution of the Watermark, or of the Attack or of the Benchmark components.

B. Available Features

B.1 Watermarking methods

The dbMark prototype comes with a set of implemented watermarking schemes that can be directly used by scholars for training purposes, i.e. to test how to watermark a relational database table, how to evaluate the performance of these watermarking schemes on a given database table, or how to build and load new watermarking schemes into the dbMark engine. The set contains the implementation of one method per watermarking scheme category: robust, fragile, and fingerprinting. Regarding robust watermarking, the dbMark provides an implementation of the watermarking scheme of Agrawal and Kiernan [5], which is the best known robust scheme in the research literature. With regard to fragile watermarking, the most famous scheme [9] is also implemented and ready for use. Finally, with regard to fingerprinting watermarking, the dbMark includes an implementation of the distortion-based method [14] for numeric values, which has been designed as a robust scheme that can also be used as a fingerprinting alternative.

Watermarking schemes can be implemented by users and loaded as plugins onto the dbMark corresponding cartridge. This pluggable architecture is also used for the implementation of the currently available schemes. The users are able to create their own watermarking schemes, with specific parameters and value types, and incorporate them as plugins into the system by using the Create Plugin component. In this way, users may watermark their databases with their own watermarking schemes, which would enable them to benchmark and carry out an evaluation of theirs schemes' performances, in order to determine strengths and weaknesses, and compare them against other available watermarking techniques in the dbMark schemes cartridge.

In order to create a new watermarking scheme plugin, the users have to select the Create Plugin component and to determine the following essential requisites:

- The name of the watermarking scheme’s plugin.
- The scheme’s type: robust, fragile or fingerprinting.
- The underlying data type which the technique can watermark (e.g. numeric or non-numeric values, etc.).

Consequently, depending on the selected data type, the system will automatically display only the available database tables that are compatible with this scheme.

- The name and data type of the parameters that are needed for the execution of the watermarking method (for example in the case of the watermarking method [5] the users, among other parameters, must specify the number of least significant bits of the data attribute(s) which will be watermarked).

The dbMark will then open a pop-up window with an extractable template within which the users are asked to provide the programming code of a new watermarking scheme, in Java programming language. The code needs to include at least the Encode and Decode functions of the watermarking scheme. The users can import any additional library of programming code and compose any custom method that will be executed by the Encode and Decode functions. In both of these functions the users can return any result (computed during these phases) in a list form, and let the dbMark display it. The users can compile the source code and, in the occurrence of no errors, put the executable file in the corresponding plugin folder so as to be used by the dbMark.


B.2 Attacks

The dbMark prototype comes with a rich set of implemented attacks which can be performed against a watermarked database table. The set of supported attacks is illustrated in Figure 2. The users can configure an attack by choosing its type, a set of necessary parameters and, finally, by specifying the part of the database table that will be attacked, i.e. which attributes and/or tuples. The supported five types of attacks are the following:

a) The value modification attack is a type of attack that can be carried out on numeric attributes and is divided into the following categories: i) the bit attack, which aims to destroy the watermark by altering some bits of the selected attributes, ii) the rounding attack, which aims to remove the watermark by rounding numeric values, and iii) the uniform transformation attack, which aims to transform the unit of measurement of the data (e.g. from Fahrenheit to Celsius or Kelvin degrees of temperature) in order to prevent the detection of the watermark. Figure 3 shows the preparation setup phase for launching the Zero out bit attack against a selected set of columns of a relational table, by setting to 0 the values of the three right-most least significant bits of 81% of the tuples.

b) The subset attack is a type of attack that can be performed on all types of data. It can take one of the following forms: i) the subset selection and the subset deletion attacks, which both aim to prevent the detection of the watermark by means of the selection or of the deletion, respectively, of one subset of the original database table, ii) the subset addition attack, which inserts into the original data table tuples aiming at the desynchronization of the watermark detection process, and iii) the subset alteration attack, which is a combination attack of the subset selection and the value modification attacks.

c) The sort/shuffle attack is a type of attack that can be carried out against any type of data. The sort attack aims to desynchronize the watermark detection process by interchanging the position of the tuples in a database table on the basis of a specific ordering criterion defined by the user. The shuffle attack swaps the position of tuples in an attempt to destroy the watermark.

d) The additive attack is an attack that can be carried out on any type of data. It is a typical false-claim-of-ownership attack in which the malicious user aims to claim ownership of a watermarked relation by embedding her/his own watermark in it. One way of proving ownership is to determine which watermark overlaps with the other (if such an overlap exists) by extracting them both. The “overlapped” watermark (if such a watermark exists) is the one which reveals the real owner of the relation. The dbMark user can carry out the additional attack by selecting the watermarking scheme that will be used to embed a watermark in an already watermarked table.

Besides the choices of implementation available, the users can create their own attacks in the form of a dbMark plugin through the Create Plugin component. The procedure is similar to the corresponding Watermarking schemes plugin: the user needs to select the option to create the type of the attack; to define the necessary parameters for the attack; to extract the resulting template; to compose the attack source code in Java; and to build and provide the executable plugin to the dbMark.

B.3 Metrics for evaluating watermarking algorithms

In order to evaluate a watermarking scheme, the authors have used a variety of evaluation metrics which tend to highlight the strengths and weaknesses comparisons of a scheme against similar techniques. These metrics share a number of common basic characteristics which can be used to group them into categories, such as the underlying types of data they can work with (i.e. numeric, alphanumeric or categorical), the process they are designed to run (i.e. watermark and/or attack) and whether they run during the execution of the process or record the effect of the execution of the process on the data by measuring and comparing the state and condition of the data before and after this execution. The most important evaluation
metrics in the literature include data usability metrics; watermark detection reliability metrics; robustness against typical attacks metrics; as well as the watermark capacity metric and the watermark embedding and detection processes execution time. The dbMark comes with a set of implemented metrics for all of the aforementioned classes that can be used to evaluate and compare watermarking schemes performances. These metrics are summarized in Table I.

The users can also create their own evaluation metrics in two ways: either by using the Create Plugin component to form metric plugins with specific characteristics (for example, by defining the underlying data with which they can work and the process by which they are suitable to run) or by incorporating the evaluation metrics programming code in the code of a watermarking method or of an attack implementation, and to return results that will be recognized and used as black-box values by the benchmarking system. Metric plugins are automatically loaded during a run of any implementation when certain conditions are met (for example, when a specific data type or process is selected by the user for an experimental study), while metrics built to run inside a watermarking scheme or attack will be loaded only during the execution of the corresponding implementation. In the former case the users are able to compare the state and condition of the database before and after the execution, while in the latter they can perform any measurement throughout their process and return the result to the system. The supported evaluation metrics by the dbMark suite follow:

a) Data usability metrics

Preserving the quality of the data is a critically important factor in watermarking and, as a result, many usability metrics have been devised to measure the amount of distortion raised by a watermarking scheme. Most of these metrics measure the distortion by comparing the data before and after watermarking it. The implemented usability metrics of the dbMark include: the mean change, the mean squared error and the variance change metrics, which can all work with numeric attributes (i.e. the metric will be loaded only if the database attribute that is to be watermarked is numeric) as well as the Levenshtein string similarity or distance metric [27], which can work with alphanumerical attributes, measuring the difference between string sequences. All of these metrics have been created in the form of plugins and they are parameterized to run during the watermark embedding and/or attack phases.

b) Watermark capacity metric

The high embedding capacity is an important feature for any watermarking scheme. The watermark capacity metric (also called payload) represents a useful indicator of the amount of information that can be hidden within a database that is intended to be watermarked with a selected watermarking scheme. All watermarking schemes provided by the dbMark measure the watermark capacity during the embedding phase as the percentage of data bits that can be marked without exceeding a predefined limit of acceptable data loss. The users can measure the watermark capacity of their schemes inside the embedding phase of their implementations and return the result to the dbMark.

c) Watermark detection reliability metrics

Every robust and fingerprinting watermarking scheme should indicate a high detection reliability rate by detecting the embedded watermark after an attack. On the other hand, it is of critical importance that a fragile watermarking scheme should be able to detect the entire watermark when no attack takes place and that it should indicate a lower detection reliability rate in any other case. The dbMark measures the detection rate of any watermarking scheme during the corresponding detection phase as the number of the embedded marks detected.

d) Robustness or fragileness against attacks metrics

Robustness, or fragility, against various forms of malicious attacks is the highest priority of any robust and fingerprinting, or fragile, watermarking scheme. In order to measure the resilience or sensitivity of a watermarking scheme, a series of attacks can be carried out covering different attack levels and subsequently detection reliability metrics can be used to calculate the percentage of the original watermark that remained and resisted the attacks. The detection phase of a watermarking scheme in the dbMark system is called by default after any attack execution so the detection rate (i.e. the robustness/fragility against the attack) is measured by all watermarking schemes provided by the dbMark, as well as by any user-implemented watermarking scheme that will be added to the dbMark cartridge.

e) Watermark embedding and detection computational cost

Real world applications require efficient and fast watermarking procedures since nowadays, and in most cases, databases store unprecedented quantities of data. In order to assess the computational cost of a watermarking scheme, the literature suggests calculating the elapsed time or the average number of tuples processed per time unit when the embedding or detection phases are executed. The dbMark includes a metric

---

**TABLE I. THE SET OF METRICS THAT ARE OFFERED BY THE DBMARK.**

<table>
<thead>
<tr>
<th>Metric</th>
<th>Form</th>
<th>Underlying data</th>
<th>Process</th>
<th>Phase</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mean change</td>
<td>Plugin</td>
<td>Numeric</td>
<td>Watermark, Attack</td>
<td>Embedding</td>
</tr>
<tr>
<td>Mean squared error</td>
<td>Plugin</td>
<td>Numeric</td>
<td>Watermark, Attack</td>
<td>Embedding</td>
</tr>
<tr>
<td>Variance change</td>
<td>Plugin</td>
<td>Numeric</td>
<td>Watermark, Attack</td>
<td>Embedding</td>
</tr>
<tr>
<td>Data similarity</td>
<td>Plugin</td>
<td>Alphanumeric</td>
<td>Watermark, Attack</td>
<td>Embedding</td>
</tr>
<tr>
<td>Watermark capacity</td>
<td>Internal implementation</td>
<td>Numeric</td>
<td>Watermark</td>
<td>Embedding</td>
</tr>
<tr>
<td>Detection rate</td>
<td>Internal implementation</td>
<td>Numeric</td>
<td>Watermark</td>
<td>Detection</td>
</tr>
<tr>
<td>Execution time</td>
<td>Plugin</td>
<td>All</td>
<td>Watermark, Attack</td>
<td>Embedding, Detection</td>
</tr>
</tbody>
</table>

---
plugin that measures the execution time of the watermarking embedding or detection phases.

B.4 Visualization of evaluation results

During any operation, the dbMark collects all evaluation metric results and in the final stage it presents them in tables and flexible charts, such as the ones depicted in Figure 4, all of which can be exported and saved locally. For example, during the Watermark operation, all the Embed/Detect evaluation metric results are collected and, at the end of the process, a panel is displayed with two tabs, Embed and Detect, and each tab contains a set of charts with every one of these charts illustrating the collected values of an evaluation metric. In case a watermarking embedding/detecting process or an attack is executed multiple times, with a different set of parameters values every time, the user can view every evaluation metric results against any parameter selected by drop down menus. In this case, the X axis in a chart represents the different values of the selected parameter and the Y axis represents the evaluation metric results of the execution of the watermarking process or of the attack. If more than one watermarking schemes are evaluated and compared, apart from the schemes’ individual panels, an additional comparison panel, of the same structure, is presented at the bottom. This panel’s charts enable the user to visualize and compare the results against the parameters that these schemes have in common.

B.5 Datasets

In order to evaluate a watermarking scheme, researchers have used a wide variety of datasets with the appropriate underlying data types, depending on their scheme. The most commonly used dataset for experimentation is the Forest Cover Type dataset, which is a real-life dataset for forest measurements. The dataset consists of a 54-attributes table with 581,012 tuples and it is ideal for watermarking schemes for numeric data. Copyright restrictions prevent the dbMark from redistributing it. However, since license to re-use the dataset is unlimited with retention of original owner and donor copyright notice, interested parties can download the dataset from its web portal [28] and use it.

Another popular real-life dataset is the Census-Income (KDD) dataset, which contains demographic and employment-related data extracted from population surveys conducted by the U.S. Census Bureau. The dataset consists of a 42-attributes table with 299,285 tuples, with a wide variety of underlying data types. Again, due to copyright restrictions, researchers are advised to download the dataset from its portal [29]. Other commonly used datasets that are also available under the same portal are the Wisconsin Diagnostic Breast Cancer dataset, the Iris Plant Dataset and the Abalone dataset.

The dbMark website provides links for downloading and importing all of the aforementioned datasets as database tables into MySQL for the purpose of experimentation with the dbMark.

IV. TEST-RUNS

Some examples of test runs of the dbMark benchmark tool are provided below to show its applicability and efficiency in evaluating and comparing the performance of watermarking methods for relational data. With regard to robust watermarking, the study tests the implementation provided in the cartridge of the dbMark for the Agrawal and Kiernan scheme [5]. Similar tests are presented for the implementation provided in the cartridge of the dbMark for the Tzouramanis scheme [14], which can be used either as a robust or as a fingerprinting method. A 1,024 bits message is chosen to take on the role of the meaningful watermark for this watermarking scheme. The experimental study also examines the performance of the implementation provided by the dbMark for the fragile watermarking scheme introduced by Li et al. in [9] for numeric and alphanumerical categorical data. An average number of 100 tuples is set to belong in every group for which this watermarking scheme divides the data securely before watermarking them.

The relational tables which were used for the experimentation and which were to be watermarked in all the experiments are the Forest Cover Type and the Census-Income datasets mentioned earlier. The settings that are summarized in Table II were used. Every experiment is repeated ten times and the average values of the measured parameters are calculated. The results are also verified through a comparison with the results presented in the original papers introducing the three above database watermarking schemes. The workstation in which the experiments are taking place is equipped with Intel Core i5 CPU running at 2.7GHz with a 16Gbytes RAM and Windows 7 Pro 64-bit.

The first set of experiments evaluates the efficiency of the watermark encoding process for all three watermarking schemes. The dbMark platform is set to watermark every single value in the Elevation attribute of the Forest Cover Type
dataset. The number of least significant bits available for marking for the Agrawal and Kiernan and for the Tzouramanis schemes is set to be equal to 6. The results in Figure 5 show that the watermarking embedding process does not affect significantly the mean and variance on the data (the Li et al. fragile scheme is distortion-free). The results for the Agrawal and Kiernan scheme also fall in harmony with the findings in the original work of [5].

As regards the time factor for embedding the watermark, the scheme by Agrawal and Kiernan points to much a lower cost than the other two schemes since, for every tuple, it involves the computation of a single cryptographically secure one-way hash function, while the Tzouramanis scheme involves more than one hash function computation and, finally, the Li et al. scheme involves much more demanding computation. In addition, the last two schemes divide the tuples into groups according to some security parameters, and then mark every group independently, while the Agrawal and Kiernan scheme marks every single tuple separately using a meaningful watermark. In comparison to the Tzouramanis scheme, the impossibility of embedding a meaningful watermark is the only major drawback in this set of experiments for the Agrawal and Kiernan scheme.

The second set of experiments assesses the efficiency of the watermarking detection process when no attack has taken place for the Forest Cover Type dataset. Figure 6 illustrates the results. With regard to the time needed to perform this operation, it is worth noting that the major cost for the Agrawal and Kiernan method is the computation of a single hash function which is needed to determine the presence of the mark in every tuple. On the other hand, the Tzouramanis and the Li et al. schemes require much more complicated checks during the watermark detection process.

The experiments that follow study the effectiveness and practicability of the dbMark platform in executing attacks against watermarked relational databases and in measuring their effect on the protected data.

The first set of this class of experiments using the Forest Cover Type dataset evaluates the efficiency of the implemented robust watermarking scheme of Agrawal and Kiernan when exposed to a number of attacks. By assuming that the watermark has been spread across the six right-most (i.e. least significant) bits of the data, three types of attacks are considered: i) a value modification attack in which the value of the right-most (or of the two or three right-most, respectively) of the least significant bits of the marked data is randomly flipped, ii) a subset attack in which 50% of the tuples are randomly selected and deleted, and, iii) an additive attack in which a malicious watermark is encoded into a previously legitimately watermarked relation using the same input parameters, i.e. in the six right-most least significant bits of the data.

As regards the time factor for embedding the watermark, the scheme by Agrawal and Kiernan points to much a lower cost than the other two schemes since, for every tuple, it involves the computation of a single cryptographically secure one-way hash function, while the Tzouramanis scheme involves more than one hash function computation and, finally, the Li et al. scheme involves much more demanding computation. In addition, the last two schemes divide the tuples into groups according to some security parameters, and then mark every group independently, while the Agrawal and Kiernan scheme marks every single tuple separately using a meaningful watermark. In comparison to the Tzouramanis scheme, the impossibility of embedding a meaningful watermark is the only major drawback in this set of experiments for the Agrawal and Kiernan scheme.

The experiments that follow study the effectiveness and practicability of the dbMark platform in executing attacks against watermarked relational databases and in measuring their effect on the protected data.

The first set of this class of experiments using the Forest Cover Type dataset evaluates the efficiency of the implemented robust watermarking scheme of Agrawal and Kiernan when exposed to a number of attacks. By assuming that the watermark has been spread across the six right-most (i.e. least significant) bits of the data, three types of attacks are considered: i) a value modification attack in which the value of the right-most (or of the two or three right-most, respectively) of the least significant bits of the marked data is randomly flipped, ii) a subset attack in which 50% of the tuples are randomly selected and deleted, and, iii) an additive attack in which a malicious watermark is encoded into a previously legitimately watermarked relation using the same input parameters, i.e. in the six right-most least significant bits of the data.

### Table II. Parameter Values Used in the Experiments.

<table>
<thead>
<tr>
<th>Dataset:</th>
<th>Forest Cover Type</th>
<th>Census-Income</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dataset size (in tuples):</td>
<td>581,012</td>
<td>299,285</td>
</tr>
<tr>
<td>Tuples to be marked (in %):</td>
<td>100</td>
<td></td>
</tr>
<tr>
<td>Column to be marked:</td>
<td>Elevation (numeric)</td>
<td>Age (numeric / categorical)</td>
</tr>
<tr>
<td>Primary key:</td>
<td>an extra column is added to serve as the primary key</td>
<td></td>
</tr>
<tr>
<td>Least significant bits (in number):</td>
<td>6</td>
<td>not applicable</td>
</tr>
</tbody>
</table>

### Table III. Watermarking Efficiency for the Agrawal and Kiernan, Tzouramanis and Li et al. Methods.

<table>
<thead>
<tr>
<th>Watermarking method:</th>
<th>Agrawal and Kiernan</th>
<th>Tzouramanis</th>
<th>Li et al.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Execution time (sec):</td>
<td>479.7</td>
<td>6,588</td>
<td>13,332</td>
</tr>
<tr>
<td>Mean change (%):</td>
<td>0</td>
<td>0</td>
<td>–</td>
</tr>
<tr>
<td>Variance change (%):</td>
<td>0.019</td>
<td>0.072</td>
<td>–</td>
</tr>
</tbody>
</table>

Fig. 5. A comparison of the efficiency of the watermarking embedding phase of three database watermarking methods, using the dbMark tool.

Fig. 6. A comparison of the efficiency of the watermarking detection phase of three database watermarking methods when no attack has taken place, using the dbMark tool.

### Table IV. Results for Attacks.

<table>
<thead>
<tr>
<th>Attack:</th>
<th>Value modification attack</th>
<th>Subset attack</th>
<th>Additive attack</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bits flipped (in number):</td>
<td>1</td>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>Tuples deleted (%):</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Execution time (sec):</td>
<td>5,312</td>
<td>4,998</td>
<td>4,937</td>
</tr>
<tr>
<td>Detection success rate (%):</td>
<td>100</td>
<td>67</td>
<td>66</td>
</tr>
</tbody>
</table>

Fig. 7. The efficiency of the Agrawal and Kiernan robust watermarking method under several types of attacks.

For every case, the time needed to execute the attack, and the watermark detection success rate, are measured. The results of the experiments in Figure 7 can be verified through the findings of the original work of [5] whereby the watermark can be detected even if the level of distortion on the data, or the percentage of the deleted tuples, are high.

For a comparison with the performance of the Agrawal and Kiernan robust watermarking scheme, Figure 8 illustrates the corresponding performance of the Tzouramanis scheme under the same attacks and parameter settings. The time necessary to execute the value modification and subset deletion attacks in both Figures 7 and 8 are comparable, since it depends mainly on the underlying dataset and the parameter settings, which are the same. However the time necessary to execute the additive attack in Figure 8 is much higher since it is assumed that the attacker encodes its watermark using the same watermarking scheme as the legitimate owner of the data. The watermark detection success rate of the Tzouramanis scheme, subsequent-
The most important conclusion of the above test-runs for this work is that the dbMark offers (i) effective, fast and easily manageable watermarking embedding and detection modules and (ii) a rich set of metrics to measure the robustness or fragility of any implemented relational database watermarking method against the attacks that can be launched against the protected data. This points to the dbMark as an efficient benchmarking software tool that allows its use for the experimental study and comparison of the efficiency of relational data watermarking methods.

<table>
<thead>
<tr>
<th>Attack:</th>
<th>Value modification attack</th>
<th>Subset attack</th>
<th>Additive attack</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bits flipped (in number):</td>
<td>1</td>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>Tuples deleted (%):</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Execution time (sec):</td>
<td>4,793</td>
<td>5,467</td>
<td>5,887</td>
</tr>
<tr>
<td>Detection success rate (%):</td>
<td>100</td>
<td>93</td>
<td>63</td>
</tr>
</tbody>
</table>

Fig. 8. The efficiency of the Tzouramanis robust watermarking method under several types of attacks.

The last set of experiments examines the efficiency of the fragile watermarking scheme of Li et al. in detecting two types of attacks, the subset deletion and the shuffle attack. The underlying data is a watermarked version of the categorical “Age” attribute of the Census-Income relation. Every attack is repeated ten times and, as Figure 9 indicates, the fragile watermarking scheme detects all of them, even if the damage caused to the watermark is not significant. The results obtained about the efficiency of the watermarking scheme can be verified through the analytical results that appear in the original work that introduces the watermarking scheme (for example, on the right of Figure 7 of [9] it is shown that the subset deletion attack of 10% of the tuples of a watermarked relation with a watermark size equal to 1Kbits gives a watermark detection success rate that is close to 100%).

<table>
<thead>
<tr>
<th>Attack:</th>
<th>Subset attack</th>
<th>Shuffle attack</th>
</tr>
</thead>
<tbody>
<tr>
<td>Tuples deleted (%):</td>
<td>10</td>
<td>0</td>
</tr>
<tr>
<td>Tuples shuffled (%):</td>
<td>0</td>
<td>10</td>
</tr>
<tr>
<td>Attack execution time (sec):</td>
<td>89.37</td>
<td>210.19</td>
</tr>
<tr>
<td>Attacks detection success rate (%):</td>
<td>100</td>
<td>100</td>
</tr>
</tbody>
</table>

Fig. 9. The efficiency of the Li et al. fragile watermarking method under several types of attacks.

V. CONCLUSION

This paper investigates the issue of benchmarking watermarking methods for relational data. It presents the first attempt specifically designed for the automatic evaluation and comparison of watermarking methods from this field of digital data. The new tool is called the dbMark, and its basic concepts and operations are examined here.

The dbMark is very parametric and flexible in benchmarking all kinds of watermarking methods (i.e. robust, fingerprinting and fragile) for relational databases, through the use of a set of implemented attacks and by measuring a series of relevant evaluation metrics. The user of the tool can also create and incorporate her/his own features and requirements, for example, by adding new watermarking methods, attacks or evaluation metrics as plugin components. The experiments that have been presented indicate that the new tool can be used effectively as a primary platform for the experimental evaluation and fair comparison of watermarking methods for numeric, alphanumeric and categorical relational data.

The open-source prototype implementation of the dbMark is freely accessible on the Web1. Future plans are to enrich the tool’s platform with the implementation of more available features, i.e. watermarking methods, attacks and evaluation metrics. In addition, the world of the social web provides the inspiration for the future planning of the dbMark central server which would allow users to submit their own plugins to the system through their personal account, with the aim of sharing these with other users. In this way, the dbMark user community would be able to put every proposed prototype implementation to the test and to eventually provide its creator with feedback that would contribute to its improvement. A single central exchange point for the watermarking database community such as this one could contribute to the dbMark becoming a non-negligible tool to be consulted by researchers, enabling them at the same time to promote their own proposals by putting these forward through the dbMark suite for evaluation and comparison by the remainder of the research community.
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